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# INTRODUCTION**:**

## **BACKGROUND**

The term NoSQL originally referred to “non-SQL” or “non-relational” databases, but the term has since evolved to mean “not only SQL,” as NoSQL databases have expanded to include a wide range of different database architectures and data models.

With the advent of big data, we need to use NoSQL databases for storing and managing unstructured and semi-structured data because unlike traditional relational databases that use tables with pre-defined schemas to store data, NoSQL databases use flexible data models that can adapt to changes in data structures and are capable of scaling horizontally to handle growing amounts of data. This data is modeled in means other than the tabular relations used in relational databases. Such databases came into existence in the late **1960s,** but did not obtain the NoSQL moniker until a surge of popularity in the early **twenty-first century**. NoSQL databases are used in real-time web applications and big data and their use are increasing over time.

## **Objectives of the Report**

This report aims to research the methodology and technology *of* document stores and key-value stores by considering a re-design *of* the existing training Centre database so that it may operate using MongoDB and Berkeley DB respectively. Additionally, it will also discuss MongoDB and Berkeley DB data models, query mechanisms, security mechanisms, indexing and the tools for designing them in details and their comparison.

## **Overview of NoSQL Systems**

NoSQL, also referred to as “not only SQL”, “non-SQL”, is an approach to database design that enables the storage and querying of data outside the traditional structures found in relational databases. While it can still store data found within relational database management systems (RDBMS), it just stores it differently compared to an RDBMS. The decision to use a relational database versus a non-relational database is largely contextual, and it varies depending on the use case.

NoSQL databases, house data within one data structure, such as **JSON document**. Since this non-relational database design does not require a schema, it offers rapid scalability to manage large and typically unstructured data sets.

NoSQL is also type of distributed database, which means that information is copied and stored on various servers, which can be remote or local. This ensures availability and reliability of data. If some of the data goes offline, the rest of the database can continue to run

# Data Models / Type of Schema

## Document Data Model (**MongoDB**)

A document database (also known as a document-oriented database or a document store) is a database that stores information in documents

![](data:image/png;base64,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)

Document databases are considered to be non-relational (or NoSQL) databases. Instead of storing data in fixed rows and columns, document databases use flexible documents. Document databases are the most popular alternative to tabular, relational databases such as in JSON format. In JSON format, data is stored in the form of objects instead of tables as displayed in above picture.

A document is a record in a document database. A document typically stores information about one object and any of its related metadata.

Documents store data in field-value pairs. The values can be a variety of types and structures, including strings, numbers, dates, arrays, or objects. Documents can also be stored in formats like BSON and XML.

**Collections:**

A collection is a group of documents. Collections typically store documents that have similar contents.

Not all documents in a collection are required to have the same fields, because document databases have a flexible schema. Note that some document databases provide schema validation, so the schema can optionally be locked down when needed.

Example:

The document below that stores information about Donna could be added to the users collection.
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**CRUD operations**

Document databases typically have an API or query language that allows developers to execute the CRUD (create, read, update, and delete) operations.

* **Create**: Documents can be created in the database. Each document has a unique identifier.
* **Read**: Documents can be read from the database. The API or query language allows developers to query for documents using their unique identifiers or field values. Indexes can be added to the database in order to increase read performance.
* **Update**: Existing documents can be updated either in whole or in part.
* **Delete**: Documents can be deleted from the database.

**Key Features of Document Databases:**

* Document databases have the following key features:
* Document model: Data is stored in documents (unlike other databases that store data in structures like tables or graphs). Documents map to objects in most popular programming languages, which allows developers to rapidly develop their applications.
* Flexible schema: Document databases have a flexible schema, meaning that not all documents in a collection need to have the same fields. Note that some document databases support schema validation, so the schema can be optionally locked down.
* Distributed and resilient: Document databases are distributed, which allows for horizontal scaling (typically cheaper than vertical scaling) and data distribution. Document databases provide resiliency through replication.
* Querying through an API or query language: Document databases have an API or query language that allows developers to execute the CRUD operations on the database. Developers have the ability to query for documents based on unique identifiers or field values.
  + 1. **JSON DOCUMENT STRUCTURES**
* A **JSON document**, at its core, is a structured representation of data objects. It makes use of attribute-value pairs and arrays to store information in an organized manner. The structure of a JSON document enables it to be easily read by both humans and machines, making it a preferred choice for data storage and exchange.
* The **structure of a JSON** document is simple yet powerful. It consists of attribute-value pairs and arrays, which essentially act as the building blocks for data representation. An attribute-value pair, in the context of JSON documents, comprises a key (attribute) and its corresponding value. This could be anything – numbers, strings, Boolean or even other JSON objects.
* JSON documents are **frequently used** in various software development and data interchange scenarios. They function as a bridge between servers and web applications, enabling efficient data transmission that can be easily interpreted and utilized.

**Example:**

{

"user\_id": 101,

"name": "Jane Doe",

"email": "jane.doe@example.com",

"active": true,

"roles": ["user", "admin"],

"last\_login": {

"date": "2023-12-31T13:45:30Z",

"ip": "192.168.1.25"

},

"preferences": {

"language": "English",

"notifications": {

"email": true,

"sms": false

}

}

}

The above example stores the data of user in JSON structure and also uses nested object for preferences.

* + 1. **SCHEMA FLEXIBILITY**

Document databases come with dynamic and self-describing schemas (implementation of a data model in a specific database) that offer you the flexibility to have documents with different fields in a collection. This ability to accommodate varying fields across documents eliminates the need for pre-defining schemas in a database.

When developers don’t have to pre-define schemas, they can easily modify structures without causing disruptions during schema migration. Some document databases come with a schema validation feature that allows you to enforce document structure rules and optionally lock down schemas.

## . Key-Value Data Model (Berkeley DB)

A key-value data model or database is also referred to as a key-value store. It is a non-relational type of database. In this, an associative array is used as a basic database in which an individual key is linked with just one value in a collection. For the values, keys are special identifiers. Any kind of entity can be valued. The collection of key-value pairs stored on separate records is called key-value databases and they do not have an already defined structure.

**How do key-value databases work?**

A number of easy strings or even a complicated entity is referred to as a value that is associated with a key by a key-value database, which is utilized to monitor the entity. Like in many programming paradigms, a key-value database resembles a map object or array, or dictionary, however, which is put away in a tenacious manner and controlled by a DBMS. An efficient and compact structure of the index is used by the key-value store to have the option to rapidly and dependably find value using its key.

**For example:**

Redis is a key-value store used to tracklists, maps, heaps, and primitive types (which are simple data structures) in a constant database. Redis can uncover a very basic point of interaction to query and manipulate value types, just by supporting a predetermined number of value types and when arranged, is prepared to do high throughput.

**Features:**

* One of the most un-complex kinds of NoSQL data models.
* For storing, getting, and removing data, key-value databases utilize simple functions.
* Querying language is not present in key-value databases.
* Built-in redundancy makes this database more reliable.

**2.2.1. KEY- VALUE PAIR ORGANIZATION**

* **Creating Key-Value Pairs**: Creating key-value pairs in JavaScript is straightforward. In objects, you define keys and associate them with values using colons. In arrays, each element has an index that can be considered a key, with the corresponding value**.**

// Creating key-value pairs in an object

const person = {

name: "John",

age: 30,

city: "New York"

};

// Creating key-value pairs in an array

const fruits = ["apple", "banana", "cherry"];

* **Accessing Values**: To access values associated with specific keys in JavaScript objects, you use dot notation or bracket notation.

// Accessing values using dot notation

console.log(person.name); // Output: "John"

// Accessing values using bracket notation

console.log(person["age"]); // Output: 30

This how key-value pairs are organized.

**2.2.2. DATA MODELING CONSIDERATIONS**

There are several key considerations in Berkeley DB. These are the following:

* It is primarily a key value store which means that data was stored in key value pairs that was useful in indexing and cashing, etc.
* Berkeley DB is also the schema less architecture just like MongoDB. It does not enforces any predefined schema but each key value pair have different schema which provide the flexibility to the application and also ensures data consistency.
* It also supports different data types.
* It also implements the error handling methods that ensures that your application can respond appropriately in failures.
* It also supports the creation of secondary indexes for efficient retrieval of data that will be based on primary indexes.
* Berkeley DB ensures data consistency as it provides proper mechanisms for data concurrency control as it is very important for an application to run properly.

# Query Mechanisms

## MongoDB Query Language and Interfaces

* **MongoDB Query Language:**

MQL, short for MongoDB Query Language, is Mongo DB’s proprietary language designed for data retrieval. It empowers users to fetch documents that align with precise criteria, execute aggregations, make updates to documents, and perform document deletions. Mongo DB’s decision to develop its own query language is a result of their commitment to tailoring querying functionality to their unique requirements and the diverse needs of their customers.

* **Interfaces:**

There are several interfaces to interact with mongo DB query language. These are as following:

MongoDB Shell

MongoDB Compass

MongoDB Shell

MongoDB Atlas

MongoDB Drivers

**3.1.1. QUERY SYNTAX AND OPERATORS AND CODE EXAMPLES**

* **Operators**
* **Comparison**

The following operators can be used in queries to compare values:

$eq: Values are equal

$ne: Values are not equal

$gt: Value is greater than another value

$gte: Value is greater than or equal to another value

$lt: Value is less than another value

$lte: Value is less than or equal to another value

$in: Value is matched within an array

* **Logical**

The following operators can logically compare multiple queries.

$and: Returns documents where both queries match

$or: Returns documents where either query matches

$nor: Returns documents where both queries fail to match

$not: Returns documents where the query does not match

* Evaluation

The following operators assist in evaluating documents.

$regex: Allows the use of regular expressions when evaluating field values

$text: Performs a text search

$where: Uses a JavaScript expression to match documents

* **Fields**

The following operators can be used to update fields:

$currentDate: Sets the field value to the current date

$inc: Increments the field value

$rename: Renames the field

$set: Sets the value of a field

$unset: Removes the field from the document

* **Array**

The following operators assist with updating arrays.

$addToSet: Adds distinct elements to an array

$pop: Removes the first or last element of an array

$pull: Removes all elements from an array that match the query

$push: Adds an element to an array

* **Query Syntax And Examples:**
* **Create Collection:**

We can create collection by using **createCollection()** or during **insert** process.

* + Example:

db.createCollection("posts")

db.posts.insertOne(object)

* **Insert:**

To insert a single document, insertOne() is used.

* + Example:

db.posts.insertOne({

title: "Post Title 1",

body: "Body of post.",

category: "News",

likes: 1,

tags: ["news", "events"],

date: Date()

})

* **Find:**

To select data from a collection in MongoDB, we can use the **find()** method. This method accepts a query object. If left empty, all documents will be returned and To select only one document, we can use the **findOne()** method. This method accepts a query object. If left empty, it will return the first document it finds.

* + Example:

db.posts.find()

db.posts.findOne()

db.posts.find( {category: "News"} )

* **Update:**

To update an existing document we can use the **updateOne**() or **updateMany**() methods.

* + Example:

db.posts.updateOne(

{ title: "Post Title 5" },

{

$set:

{

title: "Post Title 5",

body: "Body of post.",

category: "Event",

likes: 5,

tags: ["news", "events"],

date: Date()

}

},

{ upsert: true }

)

* **Delete:**

We can delete documents by using the methods **deleteOne**() or **deleteMany**(). These methods accept a query object. The matching documents will be deleted.

* + Example:

db.posts.deleteOne({ title: "Post Title 5" })

db.posts.deleteMany({ category: "Technology" })

## Java/DPL API for Berkeley DB

**Data Storage**

Berkeley DB Java Edition stores data quickly and easily without much of the overhead found in other databases. Berkeley DB Java Edition is a single JAR file that runs in the same JVM as your application, so there is no remote server. A local cache keeps the most active data in memory, avoiding costly disk access, and bounds the usage of JVM memory to a predictable amount.

* Local, in-process data storage
* Schema-neutral, application native data storage
* Keyed and sequential data retrieval
* Easy-to-use Java Collections API
* Direct Persistence Layer (DPL) for accessing Java objects
* Schema evolution of DPL classes
* Single process, multi-threading model
* Record level locking for high concurrency
* Support for secondary indexes
* In-memory, on disk or both
* Configurable background cleaner threads re-organize data and optimize disk use

**Transactions**

Berkeley DB Java Edition stores data reliably and ensures data integrity. In the event of a system failure, Berkeley DB Java Edition will recover transactional data and reset the system to a functional and consistent state from log and database information.

* Full ACID compliance
* Selectable isolation levels and durability guarantees, configurable on a per-transaction basis
* Managed transactions using the Java Transaction API (JTA)
* J2EE application server integration using J2EE Connector Architecture(JCA)
* Auditing, monitoring, and administration using the Java Management Extensions (JMX)
* Catastrophic and routine failure recovery modes
* Timeout based deadlock detection
* Hot and cold backups, log file compaction, and full database dumps

**Deployment**

* Berkeley DB Java Edition is highly portable, very flexible and easy to integrate. It was designed from day one as a pure Java product taking full advantage of the Java environment. As a single Java Archive (JAR) file, it runs within the JVM running your application. Berkeley DB Java Edition was designed to serve the large and growing Java community with enterprise-grade, pure Java, data storage solution.
* 100% pure Java for portability and ease of development
* Single JAR file - easy to install, runs in the same JVM as the application
* Java 1.5 or later Standard Edition JVM required
* Programmatic administration and management
* Zero human administration
* API for routine administrative functions
* Small footprint 820KB
* Scalable to terabytes of data, millions of records
* Source code, test suite included

**3.2.1. CODE EXAMPLES FOR DATA OPERATIONS**

* **Example 1:**

Following code is the example of how we can use java/DPL(Direct Persistence Layer) API for Berkeley DB. First of all, we will define the environment and database configurations. Then open database connection and insert and read key value pairs in the database and then finally close the connection.

import com.sleepycat.je.\*;

public class BerkeleyDBExample {

public static void main(String[] args) {

// Specify the environment and database location

String envHome = "./myEnv";

String dbName = "myDatabase";

EnvironmentConfig envConfig = new EnvironmentConfig();

envConfig.setAllowCreate(true);

// Open the environment

Environment myEnv = new Environment(envHome, envConfig);

// Specify database configuration

DatabaseConfig dbConfig = new DatabaseConfig();

dbConfig.setAllowCreate(true);

// Open the database

Database myDatabase = myEnv.openDatabase(null, dbName, dbConfig);

try {

// Insert data

String key = "name";

String value = "Herry";

DatabaseEntry keyEntry = new DatabaseEntry(key.getBytes("UTF-8"));

DatabaseEntry dataEntry = new DatabaseEntry(value.getBytes("UTF-8"));

myDatabase.put(null, keyEntry, dataEntry);

// Read data

DatabaseEntry retrievedData = new DatabaseEntry();

myDatabase.get(null, keyEntry, retrievedData, LockMode.DEFAULT);

String retrievedValue = new String(retrievedData.getData(), "UTF-8");

System.out.println("Retrieved value: " + retrievedValue);

} catch (Exception e) {

e.printStackTrace();

} finally {

// Close the database and environment

if (myDatabase != null) {

myDatabase.close();

}

if (myEnv != null) {

myEnv.close();

}

}

}

}

* **Example 2:**

The following example code deals all the CRUD operations in Berkeley DB.

import com.sleepycat.je.\*;

public class BerkeleyDB\_CRUD {

public static void main(String[] args) {

// Specify the environment and database location

String envHome = "./myEnv";

String dbName = "myDatabase";

EnvironmentConfig envConfig = new EnvironmentConfig();

envConfig.setAllowCreate(true);

// Open the environment

Environment myEnv = new Environment(envHome, envConfig);

// Specify database configuration

DatabaseConfig dbConfig = new DatabaseConfig();

dbConfig.setAllowCreate(true);

**// Open the database**

Database myDatabase = myEnv.openDatabase(null, dbName, dbConfig);

try {

**// Insert records**

insertData(myDatabase, "Name", "Herry");

insertData(myDatabase, "Phone", "2345");

insertData(myDatabase, "CGPA", "3.6");

**// Find and print a specific record**

findAndPrintRecord(myDatabase, "Phone");

**// Update a record**

updateData(myDatabase, "Phone", "3457");

// Find and print the updated record

findAndPrintRecord(myDatabase, "Phone");

**// Delete a record**

deleteData(myDatabase, "name");

// Find and print all remaining records

findAllRecords(myDatabase);

} catch (Exception e) {

e.printStackTrace();

} finally {

// Close the database and environment

if (myDatabase != null) {

myDatabase.close();

}

if (myEnv != null) {

myEnv.close();

}

}

}

private static void insertData(Database database, String key, String value) throws Exception {

DatabaseEntry keyEntry = new DatabaseEntry(key.getBytes("UTF-8"));

DatabaseEntry dataEntry = new DatabaseEntry(value.getBytes("UTF-8"));

database.put(null, keyEntry, dataEntry);

System.out.println("Inserted: Key - " + key + ", Value - " + value);

}

private static void findAndPrintRecord(Database database, String key) throws Exception {

DatabaseEntry keyEntry = new DatabaseEntry(key.getBytes("UTF-8"));

DatabaseEntry dataEntry = new DatabaseEntry();

if (database.get(null, keyEntry, dataEntry, LockMode.DEFAULT) == OperationStatus.SUCCESS) {

String value = new String(dataEntry.getData(), "UTF-8");

System.out.println("Found: Key - " + key + ", Value - " + value);

} else {

System.out.println("Record not found for key: " + key);

}

}

private static void updateData(Database database, String key, String updatedValue) throws Exception {

DatabaseEntry keyEntry = new DatabaseEntry(key.getBytes("UTF-8"));

DatabaseEntry dataEntry = new DatabaseEntry(updatedValue.getBytes("UTF-8"));

if (database.put(null, keyEntry, dataEntry) == OperationStatus.SUCCESS) {

System.out.println("Updated: Key - " + key + ", Value - " + updatedValue);

} else {

System.out.println("Update failed for key: " + key);

}

}

private static void deleteData(Database database, String key) throws Exception {

DatabaseEntry keyEntry = new DatabaseEntry(key.getBytes("UTF-8"));

if (database.delete(null, keyEntry) == OperationStatus.SUCCESS) {

System.out.println("Deleted record for key: " + key);

} else {

System.out.println("Deletion failed for key: " + key);

}

}

private static void findAllRecords(Database database) throws Exception {

try (Cursor cursor = database.openCursor(null, null)) {

DatabaseEntry keyEntry = new DatabaseEntry();

DatabaseEntry dataEntry = new DatabaseEntry();

while (cursor.getNext(keyEntry, dataEntry, LockMode.DEFAULT) == OperationStatus.SUCCESS) {

String key = new String(keyEntry.getData(), "UTF-8");

String value = new String(dataEntry.getData(), "UTF-8");

System.out.println("Key: " + key + ", Value: " + value);

}

}

}

}

**3.2.1. COMPARISON OF QUERY EXPRESSIVENESS**

* Berkeley DB with java edition with java API’s for data access unlike MongoDB.
* In Berkeley DB, queries are written programmatically DPL API in java either by using classes as mentioned in above example2.
* It also guarantee strong consistency in ACID transactions as data will be stored in the form of objects of classes.

# Management of NoSQL

## Security

NoSQL covers the following aspects to ensure security:

* **Authorization:**

For authorization, two techniques are used. The first one is **Role-Based Access Control (RBAC)** in which users are assigned with specific roles and permissions for regulating their access to certain data operations. It define roles and assign permissions to these roles on job responsibilities. The second one is **Fine-Grained Access Control** users have assigned with least privileges to perform their specific tasks to restrict access at document level.

* **Authentication:**

Authentication requires users to authenticate themselves before accessing the database such as login, etc. NoSQL use strong authentication mechanisms such as username, email, passwords. It often uses biometric authentication, security tokens for **Multi-Factor Authorization**.

* **Encryption:**

NoSQL store data at rest in encrypted form to prevent it from unauthorized user’s access. NoSQL prevents eavesdropping by using Transport Layer Security (TLS) and Secure Sockets Layer (SSL) to encrypt data during transmission between SQL database and the application.

## INDEXING

MongoDB uses indexing in order to make the query processing more efficient. If there is no indexing, then the MongoDB must scan every document in the collection and retrieve only those documents that match the query. Indexes are special data structures that stores some information related to the documents such that it becomes easy for MongoDB to find the right data file. The indexes are order by the value of the field specified in the index.

**Syntax:**

MongoDB provides a method called **createIndex**() that allows user to create an index.

db.COLLECTION\_NAME.createIndex({KEY:1})

**Example:**

db.mycol.createIndex({“age”:1})

{

“createdCollectionAutomatically” : false,

“numIndexesBefore” : 1,

“numIndexesAfter” : 2,

“ok” : 1

}

The **createIndex**() method also has a number of optional parameters.

These include:

* + background (Boolean)
  + unique (Boolean)
  + name (string)
  + sparse (Boolean)
  + expireAfterSeconds (integer)
  + hidden (Boolean)
  + storageEngine (Document)

**Drop index:**

In order to drop an index, MongoDB provides the **dropIndex**() method.

**Syntax:**

db.NAME\_OF\_COLLECTION.dropIndex({KEY:1})

The dropIndex() methods can only delete one index at a time. In order to delete (or drop) multiple indexes from the collection, MongoDB provides the **dropIndexes**() method that takes multiple indexes as its parameters.

db.NAME\_OF\_COLLECTION.dropIndexes({KEY1:1, KEY2: 1})

## CONCURRENCY CONTROL

Database transactions provide a safe and predictable programming model to deal with concurrent changes to the data. Traditional relational databases, like SQL Server, allow you to write the business logic using stored-procedures and/or triggers, send it to the server for execution directly within the database engine. With traditional relational databases, you are required to deal with two different programming languages the (non-transactional) application programming language such as JavaScript, Python, C#, Java, etc. and the transactional programming language (such as T-SQL) that is natively executed by the database

**Optimistic concurrency control:**

Optimistic concurrency control allows you to prevent lost updates and deletes. Concurrent, conflicting operations are subjected to the regular pessimistic locking of the database engine hosted by the logical partition that owns the item. When two concurrent operations attempt to update the latest version of an item within a logical partition, one of them will win and the other will fail. However, if one or two operations attempting to concurrently update the same item had previously read an older value of the item, the database doesn’t know if the previously read value by either or both the conflicting operations was indeed the latest value of the item. Fortunately, this situation can be detected with the **Optimistic Concurrency Control (OCC)** before letting the two operations enter the transaction boundary inside the database engine. **OCC** protects your data from accidentally overwriting changes that were made by others. It also prevents others from accidentally overwriting your own changes.

## Backup and Recovery

NoSQL databases are popular for their scalability, flexibility, and performance, but they also pose some challenges when it comes to backup and recovery. Unlike relational databases, NoSQL databases have different data models, architectures, and consistency levels, which affect how you can protect and restore your data in case of failure or disaster. Following are the steps to implement the backup and recovery strategies in NoSQL:

1. **Backup frequency and retention**
2. **Backup methods and formats**
3. **Backup tools and storage**
4. **Recovery methods and procedures**
5. **Recovery tools and testing**
6. **Backup and recovery best practices**

# Redesign of Training Centre Database

## Original Relational Schema

NoSQL databases do not have a schema in the same rigid way that relational databases have a schema. Each of the four main types of NoSQL database has an underlying structure that is used to store the data. But the details of how the data is organized are very flexible, sometimes even to the point of being called “schema-less,” which is actually misleading. A fundamental property of NoSQL databases is the need to optimize data access, which puts the focus on query patterns and business workflows. The first step is to establish business requirements, and work out the specific needs of the people who will use the application. The goal for schema design is to plan keys and indexes that are fast and effective for application queries and that complement workflow pattern.

## Redesigned Data Models

NoSQL databases are designed to break away from the rows and columns of the relational database model. But it’s a common mistake to think that NoSQL databases don’t have any sort of data model. A useful description of how the data will be organized is the beginning of a schema.

Relational databases have had generations of users and developers to work out standard design methods. Various formal tools exist for describing the relationships between the main objects in a business domain, and these formal descriptions can then be used to dictate how the data will be stored.

The same types of standard data modeling tools are not available for NoSQL data modeling. One recommendation is to begin with a business domain model expressed in a form that can be incorporated in an application, such as a JSON document.

**5.2.1.** **MONGODB DOCUMENT STRUCTURES**

**Different Types of Data Models**

The three types of data models that are typically classified as follows:

1. **Conceptual data model:**

Conceptual Data Models are rough sketches that provide the big picture, detailing where data/information from various business processes will be stored in the database system and the relationships they will be involved with. A conceptual data model typically includes the entity class, attributes, constraints, and the relationship between security and data integrity requirements.

1. **Logical data model:**

Logical data models provide more detailed, subjective information about data set relationships. At this stage, we can clearly connect what data types and relations are used. Logical data models are generally missed in rapid business contexts, having their utility in data-driven initiatives requiring important procedure execution.

1. **Physical data model:**

The schema/layout for data storage routines within a database is defined by the physical data model. A physical data model is a ready-to-implement plan that can be stored in a relational database.

* + 1. **BERKELEY DB KEY-VALUE ORGANIZATION**

Berkeley DB offers different methods for organizing the data. Some are discussed below:

* **Hash Tables:**  Supports key/value pairs and only page-level locking. It goes well with large scale data and predictable search and update.
* **BTree:**  Supports key/value pairs and only page-level locking. Allows to retrieve data with keys between a start and end value. This is not possible in hash tables.
* **Record-Number-based Storage:** Supports variable-length values. The key of the database will have the value of the number of the record.
* **Queues**: Supports fixed-length values and record-level locking. Deals with the data in the order that they are inserted.

## **Code Implementations**

Already discussed in section 3.1.1. and 3.2.1.

## **Demonstration of Analogous Queries**

Already discussed in section 3.1.1. and 3.2.1.

# **Advantages and Disadvantages of NoSQL**

## **Benefits of NoSQL**

Following are some key advantages of NoSQL:

* **High Performance:**

NoSQL ensures high read and write performance in parallel and distributed environment. It is very useful in real time analytics and in content delivery systems.

* **Scalability:**

As NoSQL databases are designed horizontally so, it makes it easier to handle high traffic loads and big data. It is very helpful in handle data and traffic loads on social media apps. NoSQL is also helpful for applications with dynamic workloads that require scaling depending upon the storage.

* **Flexible Schema:**

NoSQL offers flexible schema that helps developer to manage the unstructured and semi structured data.

* **Schema-less design:**

As we have discussed earlier that NoSQL is the schema less architecture unlike SQL so it allows developers to add new fields in the data without affecting or changing the existing one. It makes it helpful for the applications where data structure is dynamic.

* **Supports for large data sets:**

Data grows dynamically in NoSQL that makes it well suited for large data sets especially for big data.

* **Cost Effectiveness:**

NoSQL database can run on commodity hardware and scale horizontally so it is useful in projects with budget constraints.

## **Drawbacks of NoSQL**

Although NoSQL is very beneficial for most of the projects and applications with dynamic data but it also has some drawbacks:

* **Inconsistency:**

Sometimes NoSQL sacrifices the consistency to achieve high performance and then make it consistent eventually because of this it cannot be useful in financial systems like banking transactions where consistency is very important part.

* **Suitability:**

NoSQL database is not suitable for all types of data bases. Using it for unsuitable application often results in suboptimal performance.

* **Maturity Support:**

NoSQL databases are designed for specific applications so does not have predefined features that results community support and less features as compared to relational databases.

* **Learning NoSQL:**

For developing applications in NoSQL is challenging. Developers need to learn query languages and new concepts. It also has limited querying capability as compared to traditional databases**.** It is not well suited for the applications that rely on complex queries.

# **7.Conclusion**

## **7.1. Key Findings and Insights**

The massive increase of data and the existence of several distinct methods in which data is generated, accumulated, stored, and utilized has significantly changed with time. Additionally, the nature of data has changed throughout the years transforming from structured to more unstructured data. This brings about a need for efficient storage and management of such data which cannot be handled by traditional RDBMS methods. Hence, NoSQL databases have gained popularity and have become pivotal in database management. Finance is one domain where dynamic and large amounts of data are produced on a daily basis, thereby making NoSQL databases an ideal choice for data management. These papers compares these types of NoSQL databases based on certain metrics like data model, indexing methods, atomicity, integrity and several more and demonstrate implementation of three NoSQL databases namely, MongoDB, Cassandra and Redis, using financial data. Experiments were performed to compare the performance of the aforementioned databases when using fundamental READ queries to retrieve the complete dataset and complex READ queries to retrieve a specific section. Aggregation operations were also implemented on the data. Fundamental WRITE queries to load the entire dataset and complex WRITE queries to update particular parts of it were also performed.
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